**Data Structures Lab 8**

**Course:** Data Structures (CL2001) **Semester:** Fall 2022

**Instructor:** Muhammad Monis  **T.A:** N/A

**Note:**

* + - * Lab manual cover following below Stack and Queue topics

**{Stack with Array and Linked list ,Queue with Array and Linked, Tree, BST, Design and implement classes for binary tree nodes and nodes for general tree, Traverse the tree with the three common orders, Operation such as searches, insertions, and removals on a binary search tree and its applications}**

* Maintain discipline during the lab.
* Just raise hand if you have any problem.
* Completing all tasks of each lab is compulsory.
* Get your lab checked at the end of the session.

**Stack with Array**

**Sample Code of Stack in Array**

class Stack {

    int top;

public:

    int a[MAX]; // Maximum size of Stack

    Stack() { top = -1; }

    bool push(int x);

    int pop();

    int peek();

    bool isEmpty();

};

bool Stack::push(int x)

{

    if (top >= (MAX - 1)) {

        cout << "Stack Overflow";

        return false;

    }

    else {

        a[++top] = x;

        cout << x << " pushed into stack\n";

        return true;

    }

}

int Stack::pop()

{

    if (top < 0) {

        cout << "Stack Underflow";

        return 0;

    }

    else {

        int x = a[top--];

        return x;

    }

}

int Stack::peek()

{

    if (top < 0) {

        cout << "Stack is Empty";

        return 0;

    }

    else {

        int x = a[top];

        return x;

    }

}

bool Stack::isEmpty()

{

    return (top < 0);

}

**Stack with Linked list**
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**Sample Code of Stack in Linked List**

struct Node

{

int data;

struct Node\* link;

};

struct Node\* top;

// Utility function to add an element

// data in the stack insert at the beginning

void push(int data)

{

// Create new node temp and allocate memory

struct Node\* temp;

temp = new Node();

// Check if stack (heap) is full.

// Then inserting an element would

// lead to stack overflow

if (!temp)

{

cout << "\nHeap Overflow";

exit(1);

}

// Initialize data into temp data field

temp->data = data;

// Put top pointer reference into temp link

temp->link = top;

// Make temp as top of Stack

top = temp;

}

**Task-1:**

A. Design a Main class of upper code which perform the below task

1. Insert 10 Integers values in the stack
2. Write a utility function for upper code to display all the inserted integer values in the linked list in forward and reverse direction both
3. Write utility function to pop top element from the stack

### Queue with Array

using namespace std;

// A structure to represent a queue

class Queue {

public:

int front, rear, size;

unsigned capacity;

int\* array;

};

// function to create a queue

// of given capacity.

// It initializes size of queue as 0

Queue\* createQueue(unsigned capacity)

{

Queue\* queue = new Queue();

queue->capacity = capacity;

queue->front = queue->size = 0;

// This is important, see the enqueue

queue->rear = capacity - 1;

queue->array = new int[queue->capacity];

return queue;

}

### Queue with Linked list
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**Sample Code**

#include <iostream>

using namespace std;

struct node {

int data;

struct node \*next;};

struct node\* front = NULL;

struct node\* rear = NULL;

struct node\* temp;

void Insert() {

int val;

cout<<"Insert the element in queue : "<<endl;

cin>>val;

if (rear == NULL) {

rear = (struct node \*)malloc(sizeof(struct node));

rear->next = NULL;

rear->data = val;

front = rear;

} else {

temp=(edlist struct node \*)malloc(sizeof(struct node));

rear->next = temp;

temp->data = val;

temp->next = NULL;

rear = temp;

}}

**Task-2:**

1. Use the Upper code snippet implement the following utility function in the Link based Queue
2. Write a function **ADDMember** when a new integer value is added in the linkedlist
3. Write a function **RemoveMember** when any data member is removing from the queue

**BINARY SEARCH TREE**

**KeyPoint**: A Binary Search Tree (BST) is a binary tree with the following properties:

* The left subtree of a particular node will always contain nodes whose keys are less than that node’s key.
* The right subtree of a particular node will always contain nodes with keys greater than that node’s key. The left and right subtree of a particular node will also, in turn, be binary search trees

**BST Insertion**

**Sample Code of class Nodes**

Create class Nodes

class Node { private:

int key;

string name;

Node leftChild;

Node rightChild; public:

Node(int key, string name) {

this.key = key;

this.name = name;

}

string toString() {

return cout<<name<< " has the key " <<key<<endl;

} };

**Task-3: Complete the following Code:**

**Create class BinaryTree and create a function which add nodes in BST**

class BinaryTree {

private: Node root;

public:

void addNode(int key, string name) {

-----------------------// Create a new Node and initialize it

// If there is no root this becomes root

if (root == NULL) {

----------------------------

} else {

// Set root as the Node we will start with as we traverse the tree

-----------------------------

// Future parent for new Node

Node parent;

while (true) {

// root is the top set the parent node to the root node

--------------------------

// Check if the new node should go on

// the left side of the parent node

Key is compared with that of root. If the key is less than root, it is compared with root’s left child key. If greater, it is compared with the root's right child. Continue this process until the new node is compared with a leaf node and added either on the right or left child depending on its key.

}

**Implement main.cpp for the code provided such that a given array is passed to form a BST{ 15, 10, 20, 8, 12, 16, 25 }**

**Tree Traversals: Inorder, PreOrder, PostOrder**

**Pseudo code For Inorder Traversal (iteration)**

1) Create an empty stack S.

2) Initialize current node as root

3) Push the current node to S and set current = current->left until current is NULL

4) If current is NULL and stack is not empty then

a) Pop the top item from stack.

b) Print the popped item, set current = popped\_item->right

c) Go to step 3.

5) If current is NULL and stack is empty then we are done.

**Task-4:**

**Write recursive algorithms that perform preorder and inorder tree walks.**

**Preorder Traversal approach.**

1. Visit Node.
2. Traverse Node’s left sub-tree.
3. Traverse Node’s right sub-tree

**BST Deletion**

**BST Deletion**

**1) *Node to be deleted is the*** ***leaf:*** Simply remove from the tree.

50 50

/ \ delete(20) / \

30 70 ---------> 30 70

/ \ / \ \ / \

20 40 60 80 40 60 80

**2) *Node to be deleted has only one child:*** Copy the child to the node and delete the child

50 50

/ \ delete(30) / \

30 70 ---------> 40 70

\ / \ / \

40 60 80 60 80

**3) *Node to be deleted has two children:*** Find inorder successor of the node. Copy contents of the inorder successor to the node and delete the inorder successor. Note that inorder predecessor can also be used.

50 60

/ \ delete(50) / \

40 70 ---------> 40 70

/ \ \

60 80 80

The important thing to note is, inorder successor is needed only when the right child is not empty. In this particular case, inorder successor can be obtained by finding the minimum value in the right child of the node.

**Task:5**Given a BST and a range of keys(values), remove nodes from BST that have keys outside the given range
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### Some points to Note:

### Stack with Array and Linked list

* Stack is a linear data structure which follows a particular order in which the operations are performed. The order may be LIFO (Last In First Out) or FILO (First In Last Out).

Mainly the following three basic operations are performed in the stack:

* **Push:**Adds an item in the stack. If the stack is full, then it is said to be an Overflow condition.
* **Pop:** Removes an item from the stack. The items are popped in the reversed order in which they are pushed. If the stack is empty, then it is said to be an Underflow condition.
* **Peek or Top:** Returns top element of stack.
* **isEmpty:**Returns true if stack is empty, else false

### Application of Stack

* An arithmetic expression can be written in three different but equivalent notations, i.e., without changing the essence or output of an expression. These notations are −
* Infix Notation
* Prefix (Polish) Notation
* Postfix (Reverse-Polish) Notation

## **Infix Notation**

We write expression in **infix** notation, e.g. a - b + c, where operators are used **in**-between operands. It is easy for us humans to read, write, and speak in infix notation but the same does not go well with computing devices. An algorithm to process infix notation could be difficult and costly in terms of time and space consumption.

## **Prefix Notation**

In this notation, operator is **prefix**ed to operands, i.e. operator is written ahead of operands. For example, **+ab**. This is equivalent to its infix notation **a + b**. Prefix notation is also known as **Polish Notation**.

## **Postfix Notation**

This notation style is known as **Reversed Polish Notation**. In this notation style, the operator is **postfix**ed to the operands i.e., the operator is written after the operands. For example, **ab+**. This is equivalent to its infix notation **a + b**.

![](data:image/png;base64,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)

**Table-1**

### Queue with Array and Linked list

* A Queue is a linear structure which follows a particular order in which the operations are performed. The order is First In First Out (FIFO). A good example of a queue is any queue of consumers for a resource where the consumer that came first is served first. The difference between [stacks](https://www.geeksforgeeks.org/stack-data-structure/)and queues is in removing. In a stack we remove the item the most recently added; in a queue, we remove the item the least recently added.
* **Following are the Operations on Queue**  
  **1.Enqueue:**Adds an item to the queue. If the queue is full, then it is said to be an Overflow condition.   
  **2.Dequeue:** Removes an item from the queue. The items are popped in the same order in which they are pushed. If the queue is empty, then it is said to be an Underflow condition.   
  **3.Front:**Get the front item from queue.   
  **4.Rear:** Get the last item from queue.

**Applications of Queue**

* A  priority queue in c++ is a type of container adapter, which processes only the highest priority element, i.e. the first element will be the maximum of all elements in the queue, and elements are in decreasing order.

### **Difference between a queue and priority queue :**

* Priority Queue container processes the element with the highest priority, whereas no priority exists in a queue.
* Queue follows First-in-First-out (FIFO) rule, but in the priority queue highest priority element will be deleted first.
* If more than one element exists with the same priority, then, in this case, the order of queue will be taken.

1. **empty()** – This method checks whether the priority\_queue container is empty or not. If it is empty, return true, else false. It does not take any parameter.
2. **size()** – This method gives the number of elements in the priority queue container. It returns the size in an integer. It does not take any parameter.
3. **push()** – This method inserts the element into the queue. Firstly, the element is added to the end of the queue, and simultaneously elements reorder themselves with priority. It takes value in the parameter.
4. **pop()** –  This method  delete the top element (highest priority) from the priority\_queue. It does not take any parameter.
5. **top()** – This method gives the top element from the priority queue container. It does not take any parameter.
6. **swap()** – This method swaps the elements of a priority\_queue with another priority\_queue of the same size and type. It takes the priority queue in a parameter whose values need to be swapped.
7. **emplace()** – This method adds a new element in a container at the top of the priority queue. It takes value in a parameter.

### Binary search tree (BST)

Binary search tree (BST) or a lexicographic tree is a binary tree data structure which has the following binary search tree properties:

* Each node has a value.
* The key value of the left child of a node is less than to the parent's key value.
* The key value of the right child of a node is greater than (or equal) to the parent's key value.
* And these properties hold true for every node in the tree.
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* **Subtree**: any node in a tree and its descendants.
* **Depth of a node**: the number of steps to hop from the current node to the root node of the tree.
* **Depth of a tree**: the maximum depth of any of its leaves.
* **Height of a node**: the length of the longest downward path to a leaf from that node.
* **Full binary tree**: every leaf has the same depth and every nonleaf has two children.
* **Complete binary tree**: every level except for the deepest level must contain as many nodes as possible; and at the deepest level, all the nodes are as far left as possible.
* **Traversal**: an organized way to visit every member in the structure.

**Traversals**

The binary search tree property allows us to obtain all the keys in a binary search tree in a sorted order by a simple traversing algorithm, called an in order tree walk, that traverses the left sub tree of the root in in order traverse, then accessing the root node itself, then traversing in in-order the right sub tree of the root node.

The tree may also be traversed in preorder or post order traversals. By first accessing the root, and then the left and the right sub-tree or the right and then the left sub-tree to be traversed in preorder. And the opposite for the post order.   
The algorithms are described below, with Node initialized to the tree’s root.

• **Preorder Traversal**

1. Visit Node.
2. Traverse Node’s left sub-tree.
3. Traverse Node’s right sub-tree.

**• In-order Traversal**

1. Traverse Node’s left sub-tree.
2. Visit Node.
3. Traverse Node’s right sub-tree

**• Post-order Traversal**

1. Traverse Node’s left sub-tree.
2. Traverse Node’s right sub-tree.
3. Visit Node

### Searching

We use the following procedure to search for a node with a given key in a binary search tree. Given a pointer to the root of the tree and a key *k,* TREE-SEARCH returns a pointer to a node with key *k* if one exists; otherwise, it returns NIL.

TREE-SEARCH (*x, k*)

1 **if** *x* = NIL or *k = key*[*x*]

2 **then return** *x*

3 **if** *k < key*[*x*]

4 **then return** TREE-SEARCH *(left*[*x*], *k)*

5 **else return** TREE-SEARCH *(right*[*x*], *k)*

The procedure begins its search at the root and traces a path downward in the tree, as shown in Figure 13.2. For each node *x* it encounters, it compares the key *k* with *key*[*x*]*.* If the two keys are equal, the search terminates. If *k* is smaller than *key*[*x*]*,* the search continues in the left subtree of *x,* since the binary-search-tree property implies that *k* could not be stored in the right subtree. Symmetrically, if *k* is larger than *key*[*k*]*,* the search continues in the right subtree. The nodes encountered during the recursion form a path downward from the root of the tree, and thus the running time of TREE-SEARCH is *O*(*h*)*,* where *h* is the height of the tree.